**Lab 4: Tìm hiểu và cài đặt nhóm mẫu Behavioral (5 tiết)**

Yêu cầu:

* Sinh viên đọc hiểu rõ mục đích, ý nghĩa và áp dụng ứng dụng của nhóm mẫu cấu trúc.
* Sử dụng Visual Studio cài đặc nhóm mẫu trên.
* Nộp bài báo cáo: Mỗi parttern hãy lấy 2 ví dụ thể hiện bằng sơ đồ lớp (Class diagram)

**Structural Patterns:**

|  |  |
| --- | --- |
| [**Chain of Resp.**](http://www.dofactory.com/Patterns/PatternChain.aspx) | A way of passing a request between a chain of objects |
| [**Command**](http://www.dofactory.com/Patterns/PatternCommand.aspx) | Encapsulate a command request as an object |
| [**Interpreter**](http://www.dofactory.com/Patterns/PatternInterpreter.aspx) | A way to include language elements in a program |
| [**Iterator**](http://www.dofactory.com/Patterns/PatternIterator.aspx) | Sequentially access the elements of a collection |
| [**Mediator**](http://www.dofactory.com/Patterns/PatternMediator.aspx) | Defines simplified communication between classes |
| [**Memento**](http://www.dofactory.com/Patterns/PatternMemento.aspx) | Capture and restore an object's internal state |
| [**Observer**](http://www.dofactory.com/Patterns/PatternObserver.aspx) | A way of notifying change to a number of classes |
| [**State**](http://www.dofactory.com/Patterns/PatternState.aspx) | Alter an object's behavior when its state changes |
| [**Strategy**](http://www.dofactory.com/Patterns/PatternStrategy.aspx) | Encapsulates an algorithm inside a class |
| [**Template Method**](http://www.dofactory.com/Patterns/PatternTemplate.aspx) | Defer the exact steps of an algorithm to a subclass |
| [**Visitor**](http://www.dofactory.com/Patterns/PatternVisitor.aspx) | Defines a new operation to a class without change |

1. [**Command**](http://www.dofactory.com/Patterns/PatternCommand.aspx)

**Definition**

|  |  |
| --- | --- |
| http://www.dofactory.com/Images/pixel.gif | Encapsulate a request as an object, thereby letting you parameterize clients with different requests, queue or log requests, and support undoable operations. |

### UML class diagram
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**Participants**

     The classes and/or objects participating in this pattern are:

* **Command**  **(Command)**
  + declares an interface for executing an operation
* **ConcreteCommand**  **(CalculatorCommand)**
  + defines a binding between a Receiver object and an action
  + implements Execute by invoking the corresponding operation(s) on Receiver
* **Client**  **(CommandApp)**
  + creates a ConcreteCommand object and sets its receiver
* **Invoker**  **(User)**
  + asks the command to carry out the request
* **Receiver**  **(Calculator)**
  + knows how to perform the operations associated with carrying out the request.

**Sample code in C#**

This structural code demonstrates the Command pattern which stores requests as objects allowing clients to execute or playback the requests.

|  |
| --- |
| // Command pattern -- Structural example |
| using System;    namespace DoFactory.GangOfFour.Command.Structural  {    /// <summary>    /// MainApp startup class for Structural    /// Command Design Pattern.    /// </summary>    class MainApp    {      /// <summary>      /// Entry point into console application.      /// </summary>      static void Main()      {        // Create receiver, command, and invoker        Receiver receiver = new Receiver();        Command command = new ConcreteCommand(receiver);        Invoker invoker = new Invoker();          // Set and execute command        invoker.SetCommand(command);        invoker.ExecuteCommand();          // Wait for user        Console.ReadKey();      }    }      /// <summary>    /// The 'Command' abstract class    /// </summary>    abstract class Command    {      protected Receiver receiver;        // Constructor      public Command(Receiver receiver)      {        this.receiver = receiver;      }        public abstract void Execute();    }      /// <summary>    /// The 'ConcreteCommand' class    /// </summary>    class ConcreteCommand : Command    {      // Constructor      public ConcreteCommand(Receiver receiver) :        base(receiver)      {      }        public override void Execute()      {        receiver.Action();      }    }      /// <summary>    /// The 'Receiver' class    /// </summary>    class Receiver    {      public void Action()      {        Console.WriteLine("Called Receiver.Action()");      }    }      /// <summary>    /// The 'Invoker' class    /// </summary>    class Invoker    {      private Command \_command;        public void SetCommand(Command command)      {        this.\_command = command;      }        public void ExecuteCommand()      {        \_command.Execute();      }    }  } |
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This real-world code demonstrates the Command pattern used in a simple calculator with unlimited number of undo's and redo's. Note that in C#  the word 'operator' is a keyword. Prefixing it with '@' allows using it as an identifier.

|  |
| --- |
| // Command pattern -- Real World example |
| using System;  using System.Collections.Generic;    namespace DoFactory.GangOfFour.Command.RealWorld  {    /// <summary>    /// MainApp startup class for Real-World    /// Command Design Pattern.    /// </summary>    class MainApp    {      /// <summary>      /// Entry point into console application.      /// </summary>      static void Main()      {        // Create user and let her compute        User user = new User();          // User presses calculator buttons        user.Compute('+', 100);        user.Compute('-', 50);        user.Compute('\*', 10);        user.Compute('/', 2);          // Undo 4 commands        user.Undo(4);          // Redo 3 commands        user.Redo(3);          // Wait for user        Console.ReadKey();      }    }      /// <summary>    /// The 'Command' abstract class    /// </summary>    abstract class Command    {      public abstract void Execute();      public abstract void UnExecute();    }      /// <summary>    /// The 'ConcreteCommand' class    /// </summary>    class CalculatorCommand : Command    {      private char \_operator;      private int \_operand;      private Calculator \_calculator;        // Constructor      public CalculatorCommand(Calculator calculator,        char @operator, int operand)      {        this.\_calculator = calculator;        this.\_operator = @operator;        this.\_operand = operand;      }        // Gets operator      public char Operator      {        set { \_operator = value; }      }        // Get operand      public int Operand      {        set { \_operand = value; }      }        // Execute new command      public override void Execute()      {        \_calculator.Operation(\_operator, \_operand);      }        // Unexecute last command      public override void UnExecute()      {        \_calculator.Operation(Undo(\_operator), \_operand);      }        // Returns opposite operator for given operator      private char Undo(char @operator)      {        switch (@operator)        {          case '+': return '-';          case '-': return '+';          case '\*': return '/';          case '/': return '\*';          default: throw new           ArgumentException("@operator");        }      }    }      /// <summary>    /// The 'Receiver' class    /// </summary>    class Calculator    {      private int \_curr = 0;        public void Operation(char @operator, int operand)      {        switch (@operator)        {          case '+': \_curr += operand; break;          case '-': \_curr -= operand; break;          case '\*': \_curr \*= operand; break;          case '/': \_curr /= operand; break;        }        Console.WriteLine(          "Current value = {0,3} (following {1} {2})",          \_curr, @operator, operand);      }    }      /// <summary>    /// The 'Invoker' class    /// </summary>    class User    {      // Initializers      private Calculator \_calculator = new Calculator();      private List<Command> \_commands = new List<Command>();      private int \_current = 0;        public void Redo(int levels)      {        Console.WriteLine("\n---- Redo {0} levels ", levels);        // Perform redo operations        for (int i = 0; i < levels; i++)        {          if (\_current < \_commands.Count - 1)          {            Command command = \_commands[\_current++];            command.Execute();          }        }      }        public void Undo(int levels)      {        Console.WriteLine("\n---- Undo {0} levels ", levels);        // Perform undo operations        for (int i = 0; i < levels; i++)        {          if (\_current > 0)          {            Command command = \_commands[--\_current] as Command;            command.UnExecute();          }        }      }        public void Compute(char @operator, int operand)      {        // Create command operation and execute it        Command command = new CalculatorCommand(          \_calculator, @operator, operand);        command.Execute();          // Add command to undo list        \_commands.Add(command);        \_current++;      }    }  } |
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1. [**Iterator**](http://www.dofactory.com/Patterns/PatternProxy.aspx)

**Definition**

|  |  |
| --- | --- |
| http://www.dofactory.com/Images/pixel.gif | Provide a way to access the elements of an aggregate object sequentially without exposing its underlying representation. |

### UML class diagram
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**Participants**

     The classes and/or objects participating in this pattern are:

* **Iterator**  **(AbstractIterator)**
  + defines an interface for accessing and traversing elements.
* **ConcreteIterator**  **(Iterator)**
  + implements the Iterator interface.
  + keeps track of the current position in the traversal of the aggregate.
* **Aggregate**  **(AbstractCollection)**
  + defines an interface for creating an Iterator object
* **ConcreteAggregate**  **(Collection)**
  + implements the Iterator creation interface to return an instance of the proper ConcreteIterator

**Sample code in C#**

This structural code demonstrates the Iterator pattern which provides for a way to traverse (iterate) over a collection of items without detailing the underlying structure of the collection.

|  |
| --- |
| // Iterator pattern -- Structural example |
| using System;  using System.Collections;    namespace DoFactory.GangOfFour.Iterator.Structural  {      /// <summary>      /// MainApp startup class for Structural      /// Iterator Design Pattern.      /// </summary>      class MainApp      {          /// <summary>          /// Entry point into console application.          /// </summary>          static void Main()          {              ConcreteAggregate a = new ConcreteAggregate();              a[0] = "Item A";              a[1] = "Item B";              a[2] = "Item C";              a[3] = "Item D";                // Create Iterator and provide aggregate              ConcreteIterator i = new ConcreteIterator(a);                Console.WriteLine("Iterating over collection:");                object item = i.First();              while (item != null)              {                  Console.WriteLine(item);                  item = i.Next();              }                // Wait for user              Console.ReadKey();          }      }        /// <summary>      /// The 'Aggregate' abstract class      /// </summary>      abstract class Aggregate      {          public abstract Iterator CreateIterator();      }        /// <summary>      /// The 'ConcreteAggregate' class      /// </summary>      class ConcreteAggregate : Aggregate      {          private ArrayList \_items = new ArrayList();            public override Iterator CreateIterator()          {              return new ConcreteIterator(this);          }            // Gets item count          public int Count          {              get { return \_items.Count; }          }            // Indexer          public object this[int index]          {              get { return \_items[index]; }              set { \_items.Insert(index, value); }          }      }        /// <summary>      /// The 'Iterator' abstract class      /// </summary>      abstract class Iterator      {          public abstract object First();          public abstract object Next();          public abstract bool IsDone();          public abstract object CurrentItem();      }        /// <summary>      /// The 'ConcreteIterator' class      /// </summary>      class ConcreteIterator : Iterator      {          private ConcreteAggregate \_aggregate;          private int \_current = 0;            // Constructor          public ConcreteIterator(ConcreteAggregate aggregate)          {              this.\_aggregate = aggregate;          }            // Gets first iteration item          public override object First()          {              return \_aggregate[0];          }            // Gets next iteration item          public override object Next()          {              object ret = null;              if (\_current < \_aggregate.Count - 1)              {                  ret = \_aggregate[++\_current];              }                return ret;          }            // Gets current iteration item          public override object CurrentItem()          {              return \_aggregate[\_current];          }            // Gets whether iterations are complete          public override bool IsDone()          {              return \_current >= \_aggregate.Count;          }      }  } |

![](data:image/png;base64,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)

This real-world code demonstrates the Iterator pattern which is used to iterate over a collection of items and skip a specific number of items each iteration.

|  |
| --- |
| // Iterator pattern -- Real World example |
| using System;  using System.Collections;    namespace DoFactory.GangOfFour.Iterator.RealWorld  {      /// <summary>      /// MainApp startup class for Real-World      /// Iterator Design Pattern.      /// </summary>      class MainApp      {          /// <summary>          /// Entry point into console application.          /// </summary>          static void Main()          {              // Build a collection              Collection collection = new Collection();              collection[0] = new Item("Item 0");              collection[1] = new Item("Item 1");              collection[2] = new Item("Item 2");              collection[3] = new Item("Item 3");              collection[4] = new Item("Item 4");              collection[5] = new Item("Item 5");              collection[6] = new Item("Item 6");              collection[7] = new Item("Item 7");              collection[8] = new Item("Item 8");                // Create iterator              Iterator iterator = new Iterator(collection);                // Skip every other item              iterator.Step = 2;                Console.WriteLine("Iterating over collection:");                for (Item item = iterator.First();                  !iterator.IsDone; item = iterator.Next())              {                  Console.WriteLine(item.Name);              }                // Wait for user              Console.ReadKey();          }      }        /// <summary>      /// A collection item      /// </summary>      class Item      {          private string \_name;            // Constructor          public Item(string name)          {              this.\_name = name;          }            // Gets name          public string Name          {              get { return \_name; }          }      }        /// <summary>      /// The 'Aggregate' interface      /// </summary>      interface IAbstractCollection      {          Iterator CreateIterator();      }        /// <summary>      /// The 'ConcreteAggregate' class      /// </summary>      class Collection : IAbstractCollection      {          private ArrayList \_items = new ArrayList();            public Iterator CreateIterator()          {              return new Iterator(this);          }            // Gets item count          public int Count          {              get { return \_items.Count; }          }            // Indexer          public object this[int index]          {              get { return \_items[index]; }              set { \_items.Add(value); }          }      }        /// <summary>      /// The 'Iterator' interface      /// </summary>      interface IAbstractIterator      {          Item First();          Item Next();          bool IsDone { get; }          Item CurrentItem { get; }      }        /// <summary>      /// The 'ConcreteIterator' class      /// </summary>      class Iterator : IAbstractIterator      {          private Collection \_collection;          private int \_current = 0;          private int \_step = 1;            // Constructor          public Iterator(Collection collection)          {              this.\_collection = collection;          }            // Gets first item          public Item First()          {              \_current = 0;              return \_collection[\_current] as Item;          }            // Gets next item          public Item Next()          {              \_current += \_step;              if (!IsDone)                  return \_collection[\_current] as Item;              else                  return null;          }            // Gets or sets stepsize          public int Step          {              get { return \_step; }              set { \_step = value; }          }            // Gets current iterator item          public Item CurrentItem          {              get { return \_collection[\_current] as Item; }          }            // Gets whether iteration is complete          public bool IsDone          {              get { return \_current >= \_collection.Count; }          }      }  } |
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1. **Observer**

**Definition**

|  |  |
| --- | --- |
| http://www.dofactory.com/Images/pixel.gif | Define a one-to-many dependency between objects so that when one object changes state, all its dependents are notified and updated automatically. |

### UML class diagram
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**Participants**

     The classes and/or objects participating in this pattern are:

* **Subject**  **(Stock)**
  + knows its observers. Any number of Observer objects may observe a subject
  + provides an interface for attaching and detaching Observer objects.
* **ConcreteSubject**  **(IBM)**
  + stores state of interest to ConcreteObserver
  + sends a notification to its observers when its state changes
* **Observer**  **(IInvestor)**
  + defines an updating interface for objects that should be notified of changes in a subject.
* **ConcreteObserver**  **(Investor)**
  + maintains a reference to a ConcreteSubject object
  + stores state that should stay consistent with the subject's
  + implements the Observer updating interface to keep its state consistent with the subject's

**Sample code in C#**

This structural code demonstrates the Observer pattern in which registered objects are notified of and updated with a state change.

|  |
| --- |
| // Observer pattern -- Structural example |
| using System;  using System.Collections.Generic;    namespace DoFactory.GangOfFour.Observer.Structural  {    /// <summary>    /// MainApp startup class for Structural    /// Observer Design Pattern.    /// </summary>    class MainApp    {      /// <summary>      /// Entry point into console application.      /// </summary>      static void Main()      {        // Configure Observer pattern        ConcreteSubject s = new ConcreteSubject();          s.Attach(new ConcreteObserver(s, "X"));        s.Attach(new ConcreteObserver(s, "Y"));        s.Attach(new ConcreteObserver(s, "Z"));          // Change subject and notify observers        s.SubjectState = "ABC";        s.Notify();          // Wait for user        Console.ReadKey();      }    }      /// <summary>    /// The 'Subject' abstract class    /// </summary>    abstract class Subject    {      private List<Observer> \_observers = new List<Observer>();        public void Attach(Observer observer)      {        \_observers.Add(observer);      }        public void Detach(Observer observer)      {        \_observers.Remove(observer);      }        public void Notify()      {        foreach (Observer o in \_observers)        {          o.Update();        }      }    }      /// <summary>    /// The 'ConcreteSubject' class    /// </summary>    class ConcreteSubject : Subject    {      private string \_subjectState;        // Gets or sets subject state      public string SubjectState      {        get { return \_subjectState; }        set { \_subjectState = value; }      }    }      /// <summary>    /// The 'Observer' abstract class    /// </summary>    abstract class Observer    {      public abstract void Update();    }      /// <summary>    /// The 'ConcreteObserver' class    /// </summary>    class ConcreteObserver : Observer    {      private string \_name;      private string \_observerState;      private ConcreteSubject \_subject;        // Constructor      public ConcreteObserver(        ConcreteSubject subject, string name)      {        this.\_subject = subject;        this.\_name = name;      }        public override void Update()      {        \_observerState = \_subject.SubjectState;        Console.WriteLine("Observer {0}'s new state is {1}",          \_name, \_observerState);      }        // Gets or sets subject      public ConcreteSubject Subject      {        get { return \_subject; }        set { \_subject = value; }      }    }  } |
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This real-world code demonstrates the Observer pattern in which registered investors are notified every time a stock changes value.

|  |
| --- |
| // Observer pattern -- Real World example |
| using System;  using System.Collections.Generic;    namespace DoFactory.GangOfFour.Observer.RealWorld  {    /// <summary>    /// MainApp startup class for Real-World    /// Observer Design Pattern.    /// </summary>    class MainApp    {      /// <summary>      /// Entry point into console application.      /// </summary>      static void Main()      {        // Create IBM stock and attach investors        IBM ibm = new IBM("IBM", 120.00);        ibm.Attach(new Investor("Sorros"));        ibm.Attach(new Investor("Berkshire"));          // Fluctuating prices will notify investors        ibm.Price = 120.10;        ibm.Price = 121.00;        ibm.Price = 120.50;        ibm.Price = 120.75;          // Wait for user        Console.ReadKey();      }    }      /// <summary>    /// The 'Subject' abstract class    /// </summary>    abstract class Stock    {      private string \_symbol;      private double \_price;      private List<IInvestor> \_investors = new List<IInvestor>();        // Constructor      public Stock(string symbol, double price)      {        this.\_symbol = symbol;        this.\_price = price;      }        public void Attach(IInvestor investor)      {        \_investors.Add(investor);      }        public void Detach(IInvestor investor)      {        \_investors.Remove(investor);      }        public void Notify()      {        foreach (IInvestor investor in \_investors)        {          investor.Update(this);        }          Console.WriteLine("");      }        // Gets or sets the price      public double Price      {        get { return \_price; }        set        {          if (\_price != value)          {            \_price = value;            Notify();          }        }      }        // Gets the symbol      public string Symbol      {        get { return \_symbol; }      }    }      /// <summary>    /// The 'ConcreteSubject' class    /// </summary>    class IBM : Stock    {      // Constructor      public IBM(string symbol, double price)        : base(symbol, price)      {      }    }      /// <summary>    /// The 'Observer' interface    /// </summary>    interface IInvestor    {      void Update(Stock stock);    }      /// <summary>    /// The 'ConcreteObserver' class    /// </summary>    class Investor : IInvestor    {      private string \_name;      private Stock \_stock;        // Constructor      public Investor(string name)      {        this.\_name = name;      }        public void Update(Stock stock)      {        Console.WriteLine("Notified {0} of {1}'s " +          "change to {2:C}", \_name, stock.Symbol, stock.Price);      }        // Gets or sets the stock      public Stock Stock      {        get { return \_stock; }        set { \_stock = value; }      }    }  } |
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